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ABSTRACT

Exploratory search activities tend to span multiple sessions and involve finding, analyzing and evaluating information found through many queries. Typical search systems, on the other hand, are designed to support single query, precision-oriented search tasks. We describe a search interface and system design of a multi-session exploratory search system, discuss design challenges encountered, and chronicle the evolution of our design. Our design describes novel displays for visualizing retrieval history information, and introduces ambient displays and persuasive elements to interactive information retrieval.

Categories and Subject Descriptors

H5.3. Information interfaces and presentation: Group and organizational work.

General Terms

Search interface, interface design.

Keywords

Multi-session search, collaborative search, exploratory search, search interface, ambient displays, persuasive computing.

1. INTRODUCTION

Online search has become a big part of people’s daily information seeking tasks. Many of the tasks carried out online can be classified as being known-item vs. exploratory search. Known-item searches are concerned with finding a single document, factoid, or snippet that satisfies the person’s information need. Such interactions are typically characterized by short-duration, simple queries to search systems, and by the examination of only the top few search results retrieved. This kind of activity is well-supported by major web search engines.

Exploratory search tasks, on the other hand, may involve many queries, many retrieved documents, may include activities of multiple people, and may evolve over time. Such information seeking occurs commonly in medical, legal, pharmaceutical, intelligence, and academic fields, in addition to such consumer activities as travel planning or personal health research.

One key characteristic of these kinds of information seeking tasks is the large number of queries that may be run to find the needed information. Many queries are required for several reasons: to gain a better understanding of the topic, to examine independent aspects, to react to newly-found information, etc. In many cases, these queries return some of the same documents. Yet most search engines treat each query in isolation, forcing searchers to rely on their memory to make sense of the newly-found results.

Based on these observations, we set out to build a tool for exploratory search that makes histories of people’s search activity available to them explicitly. In this paper, we describe our decisions and the process through which we arrived at the current design. We focus specifically on the role of history of interaction with the system to help people make sense of their ongoing activity. We describe the evolution of both the interface design and the system architecture, as design tradeoffs between these components have a direct impact on the user experience. We then sketch out some ideas for introducing ambient displays of information into the information seeking interface.

This work makes the following contributions: it describes the evolving design of a complex interface for information seeking; it introduces novel interactive components for visualizing session state; it describes the use of process-oriented metadata for managing results in addition to conventional document-oriented metadata; and it proposes the use of ambient and persuasive displays to provide feedback in information seeking tasks.

2. BACKGROUND

Many models of information seeking have been proposed over the years; see White and Roth [31] for a recent summary. Such models represent a range of behaviors associated with information seeking, including identifying sources, running queries, examining results, reformulating the information need, etc. Models also capture the contexts of information seeking activity, including motivating tasks, emotional states, and organizational, social, cultural factors [19]. The vast majority of these models represent information seeking as an interactive, evolving, learning behavior.

Yet the majority of systems through which people search for information treat each query as an isolated event [22]. While web search systems certainly keep track of a user’s ongoing behavior to improve query precision of future similar queries, no information is reflected back to help with the searcher’s current task. Behavioral data checks in, but it doesn’t check out.

Much of the emphasis—both in research and practical settings—has been on improving ranking efficiency and effectiveness for single-shot single-user search. But in exploratory search, the queries are not independent. They represent a conversation with the system through which searchers try to understand, express, and evolve their information need [6]. When it comes to exploratory information seeking tasks, searchers have been left pretty much to their own devices.

Multi-session search tasks comprise a significant portion of most web search activity [21][28][25]; searchers undertaking multi-session search tasks tend to make heavy use of bookmarking features, re-searching to relocate previously seen content, and printing, emailing and saving pages to tackle these search tasks [5]. A number of features exist within experimental search systems and browsers to support these categories of search tasks, although as studies (e.g., [25][11]) showed, such features are
rarely found in the wild, where people typically rely on bookmarks and email to manage their found information.

The ability to keep track of queries in a search session extends to the early days of DIALOG and MEDLARS, which allowed queries to be re-run and combined via Boolean operators. While this interface feature made it possible to review what was done and to save some re-typing, it did not help in managing the overall set of documents retrieved for a given search task.

Early experimental systems such as Ariadne [30] made it possible to review a search session after the fact to get a retrospective sense of the distribution of activities between top-level menu selections, search commands, and the examination of specific search results. This interaction was captured only as a series of screenshots that facilitated review without the ability to interact with the earlier states of the system. C-TORI [18] made it possible to keep track of and share queries in a search session, but did not allow reasoning about the retrieved documents.

Ahn et al. [2] integrated some cues from group use of documents into the display of search results, showing that aggregations of prior use of documents could be useful. This system relied on aggregating user behavior over some length of time; this is quite different from aggregating results over successive queries in the same session, independent of any document’s retrieval outside the given search task.

SearchPad [8] and SearchBar [26] kept track of users’ queries issued, visited URLs, and saved documents, but did not help assess or manage the overlap in results among the various queries run during a session. Session Highlights is an example of a bookmarking tool that saved URLs [20] to a repository to help manage revisiting of documents; it did not, however, have any specific awareness of the structure of search activity.

In designing Querium, we wanted to explore the design space more fully, to look at how the retrieval histories of individual documents (and not just sequential query lists) could be used to aid information seeking. While earlier systems kept track of some aspects of the search history, they did not provide systematic means to help people reflect on what was found, and to use that information to plan subsequent search moves.

In the remainder of the paper, we document the design issues encountered when constructing a multi-session exploratory search system. We begin with the search interface and system design, describe a redesign based on an informal evaluation, and conclude with a discussion of future directions.

3. QUERIUM 1.0

We designed Querium to explore a range of topics related to interactive information retrieval. We chose to emphasize interactivity over incremental improvements in retrieval performance, and focused on real tasks rather than simulated information needs. The focus on exploratory search drove some of the design decisions we outline below.

The emphasis on real tasks and exploratory search constrained our choice of document collections to index. The desire to study the use of relevance feedback made it necessary to maintain our own index. This, in turn, made it difficult to search the open web. After considering Medline and patent document collections, we settled on CiteSeer [13], a collection of scientific papers from a variety of disciplines, harvested from the open web. The CiteSeer snapshot we are using contains more than 1.6 million unique academic papers, consisting of more than 100GB of text. This provides us with a sufficiently large collection to support real information seeking tasks. Furthermore, this is a collection that is used by thousands of people in academia and related fields for conducting literature surveys and other research activity, which should allow us to recruit participants to perform real information seeking activity rather than relying on synthetic tasks.

Golovchinsky and Pickens [17] proposed a model of propagating context among information retrieval objects in the course of an interactive session. That paper described how contextual information could flow from documents to queries, from one query to a set of queries, from queries to links, etc. Our design process started with the naïve implementation of several such context flows, including several ways to select documents for relevance feedback, and a mechanism for merging results of multiple queries. As we built and analyzed various designs, we discovered that careful attention was required to make these useful transformations comprehensible to users.

The main focus of this paper is an exploration of the use of historical (search session) metadata accumulated during the search process to help inform the evolution of the search activity. We want to understand the possibilities of using not only a record of the queries, but also of the retrieved documents, to help searchers explore a particular topic.

3.1 System Architecture

Querium implements a client-server architecture. The web-based client manages interactions with the server and displays the retrieved documents. The server consists of several components, as shown in Figure 1. The application server manages a session state database that records topics, queries, retrieved documents, assessments of usefulness, comments, etc. This information makes up the history of interaction with the system.

![Figure 1. Querium architecture](image)

Document retrieval is handled by a separate search service that manages two indexes: an inverted index for document content, and a secondary “reverted” index [27] that is used for relevance feedback. Lucene is used to manage both indexes.

A second relational database contains metadata associated with the indexed documents, including author, title, venue, and publication date information. When a document is retrieved for the first time, a new record is created for it in the session database, and some of the associated metadata are transferred to the session database.

The session database schema consists of Topic instances that organize search tasks; each topic is owned by some person and may have additional members. Queries are organized by Topic. Each Query includes either some text or one or more relevance feedback documents (or both), and has an associated list of Postings. A Posting associates a Document with a rank with respect to some Query, and contains the best snippet from the matching document. The database also contains comments associated with documents.
3.2 Search User Interface

Our initial design (Figure 8) included several important components, which we describe below. The first few items below provide useful functionality for expressing information needs and for assessing the results; the rest—the query history, retrieval histograms, faceted filters, and the summary view—deal directly with process metadata. In subsequent sections, we show how we evolved the design of these components based on user feedback.

3.2.1 Queries

Querium offers three types of queries: standard keyword queries, relevance feedback, and document fusion. Relevance feedback could be initiated in two ways: by using “liked” documents or by selecting document ad hoc via the check-boxes on the left of each result. Fusion queries represent the combination of results of all queries in the task; documents can be ordered based on their metadata, by the time they were last seen, or based on a combination of their retrieval ranks in the session.

3.2.2 Integrated document view

Previewing the document with the search results visible makes it easier to move seamlessly among the retrieved documents and to assess documents. Typical strategies people use for examining search results include opening documents in different tabs or windows. Opening documents in different tabs makes it tedious to move back and forth between the results and documents; opening documents in a new window requires more screen space than is typically available. By juxtaposing the document view with the search results, we allow people to preview documents without losing their search context. This strategy becomes increasingly more effective as the widths of people’s monitors increase.

3.2.3 Summary view

We introduced a summary view that gave an overview of activity in a currently-selected task. It showed the list of queries (arranged by time of last activity), and within each query, it showed actions such as document relevance judgments, sharing events, comments, etc. A collaborator could use it to review recent activity; in a single-user mode, it was intended to facilitate review prior to resuming a search task.

3.2.4 Document assessment

Querium allows people to mark documents with “like” / “dislike” controls to leverage people’s familiarity with this kind interaction; in addition, a sharing control was added to mark documents worthy of collaborators’ attention. This redundancy was used to probe perceptions of communication vs. search tools.

Documents start out being marked as “not seen” and the system will automatically mark them as “viewed” when the user browses the corresponding document. Documents marked as “not liked” are suppressed from further display. A filter (see below) can be used to reveal these documents on demand.

3.2.5 Query history

A query history can be useful as a navigation aid in recreating an earlier state, to understand the totality of what has been done, or for making sense of what your collaborators have been doing. We used a type-ahead mechanism to show a subset of the query history that matched the currently-entered keywords to help people make sense of what they—or their collaborators—had searched on before. The full query history was also available from a dropdown menu adjacent to the query text box.

For each query, we displayed a list of color-coded squares, one per retrieved document, arranged in the order of retrieval. Color represents the assessment of each document—useful, not useful, seen, or not seen. This display (Figure 2) shows at a glance how much of a query’s search results had been explored, and how much potential overlap there was among queries. Clicking on a query loads the corresponding result set.

3.2.6 Retrieval histogram

A histogram is displayed with every document in a result list [16]. The histogram shows the retrieval history of the associated document in the current task: each bar represents the results of one query; bars are arranged left-to-right according to the sequence of queries in the task. The taller the bar, the better the document matched that query. Each bar is linked to the corresponding results list. The figures below show some useful patterns: Figure 3 represents a newly-retrieved document, Figure 4 represents a document that is being consistently retrieved at high ranks, and Figure 5 shows a document that had previously been retrieved at a low rank (and probably not seen), but is ranked high with respect to the current query.

Three distinct histogram patterns.

These histograms are intended to give people a quick impression about the retrieval history of a particular document, and thus its significance with respect to the current task goals. If the goal is to find new documents, the user would look for patterns similar to Figure 3 or Figure 5; if the goal is to identify central themes, documents such as that shown in Figure 4 would become the focus of a searcher’s attention.

3.2.7 Faceted Filters

Querium extended the notion of document metadata to also include process metadata (Figure 6). Thus in addition to the year...
of publication, we include process metadata that indicate how many useful, seen, and new documents were retrieved by the current query. The difference between ‘Normal’ and ‘All Docs’ is that the latter includes documents judged as ‘Not useful’, that are suppressed in other filter settings. The ability to filter on process decisions allows searchers to reason about what they’ve seen, what they’ve found useful, and what they’ve yet to explore. This is a key extension over earlier session-tracking systems such as SearchPad [8] that only echo back the history.

The various query expansion and fusion queries were grouped in a “FIND MORE” section of the sidebar (Figure 6); a history of recent queries was shown in the sidebar as well (Figure 7).

3.3 Evaluation

We performed ongoing evaluations of our design using a variety of heuristic analyses. These included design reviews by the authors, informal evaluations with representative users, and a variety of engagements with user interface design and information retrieval experts. These evaluations identified inconsistent and confusing aspects of the design, and served as inspirations for iterative design.

We also evaluated Querium through a limited deployment to a small group of academics outside our organization, who were asked to use Querium for their own information needs. The goal was to test whether the interface was comprehensible to people and to get some impressions about the usefulness of the system. This was not a summative evaluation, but rather a set of probes to help guide our design process. Specifically, we were interested in understanding the extent to which query results would overlap, whether people would use the query history, and whether relevance feedback controls were usable.

Participants were given a short video tutorial on the system, and were then asked to use it to pursue their own information needs. Nine participants performed 19 search tasks; many only created one, but some created as many as four separate tasks.

People’s use of the system was recorded in search logs; we also interviewed them about their experiences with the system to understand which aspects of our redesign were successful, and which needed more work. Interviews were conducted in person and over Skype, depending on participants’ locations. Interviews were transcribed, and responses were categorized to identify common trends.

3.3.1 Log analysis

We analyzed our usage log to help us understand patterns of query construction and revisiting. We divided system use by each participant into episodes consisting of at least 30 minutes of inactivity. Within each such episode, we counted the number of new queries and the number of revisits of prior queries. We also looked for other patterns querying within each episode.

The number of episodes varied from one to four per task ($\mu = 1.9, \sigma = 1.0$); most tasks had at least two episodes. In addition to the 94 queries that participants ran while using the system, they revisited earlier queries 55 times. Twenty six revisits came from retyping or reselecting the query from the query input field, six

Figure 8. Querium interface: top area for new queries, filter and query history sidebar on the left, matching documents in the middle, and the document view (shown in part) on the right.
came from using the recent queries list at the bottom of the sidebar, and 23 came from the summary page. There was no strong difference of new query to revisiting an older one as a function of the number of episode, as shown in Table 1. This lack of differences in revisitation may be due to the episodes occurring too close to each other in time. A longer active task might reveal different patterns, as searchers reacquaint themselves with the task history. The data do reveal a consistent trend of revisiting about one query for every two new ones run.

Table 1. New vs. revisited queries by episode. RF stands for relevance feedback, that is, finding similar documents.

<table>
<thead>
<tr>
<th>Episode #</th>
<th>New Typed</th>
<th>New RF</th>
<th>Query Box</th>
<th>Recent</th>
<th>Summary</th>
<th>Total Revisit</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 / 16</td>
<td>57</td>
<td>1</td>
<td>16</td>
<td>2</td>
<td>11</td>
<td>25</td>
</tr>
<tr>
<td>2 / 11</td>
<td>20</td>
<td>4</td>
<td>7</td>
<td>2</td>
<td>7</td>
<td>16</td>
</tr>
<tr>
<td>3 / 12</td>
<td>12</td>
<td>2</td>
<td>2</td>
<td>1</td>
<td>9</td>
<td>3</td>
</tr>
<tr>
<td>4 / 2</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>2</td>
</tr>
</tbody>
</table>

Our participants ran many queries and retrieved, viewed, and saved many documents. Table 2 shows for each task, how many queries were run, how many unique documents were found by those queries, how many documents were viewed, “liked”, and “disliked.” We omit “shared” documents, as only three participants used that feature. We note a considerable disparity in the degree of use of the various assessments: while a few participants used the “like” and “dislike” buttons extensively, many did not.

Table 2. Queries and assessments by topic

<table>
<thead>
<tr>
<th>Task #</th>
<th>N Queries in Task</th>
<th>N Unique Docs</th>
<th>Total Docs</th>
<th>Overlap</th>
<th>Viewed</th>
<th>Liked</th>
<th>Disliked</th>
</tr>
</thead>
<tbody>
<tr>
<td>4</td>
<td>14</td>
<td>913</td>
<td>1227</td>
<td>0.74</td>
<td>17</td>
<td>3</td>
<td>1</td>
</tr>
<tr>
<td>5</td>
<td>11</td>
<td>528</td>
<td>1112</td>
<td>0.44</td>
<td>125</td>
<td>30</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>4</td>
<td>34</td>
<td>40</td>
<td>0.85</td>
<td>2</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>8</td>
<td>6</td>
<td>126</td>
<td>153</td>
<td>0.62</td>
<td>5</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>9</td>
<td>3</td>
<td>217</td>
<td>306</td>
<td>0.70</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>10</td>
<td>2</td>
<td>196</td>
<td>300</td>
<td>0.65</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>11</td>
<td>3</td>
<td>208</td>
<td>208</td>
<td>1.00</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>12</td>
<td>6</td>
<td>478</td>
<td>598</td>
<td>0.80</td>
<td>1</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>15</td>
<td>4</td>
<td>279</td>
<td>326</td>
<td>0.88</td>
<td>11</td>
<td>2</td>
<td></td>
</tr>
<tr>
<td>19</td>
<td>3</td>
<td>274</td>
<td>300</td>
<td>0.91</td>
<td>3</td>
<td>5</td>
<td></td>
</tr>
<tr>
<td>21</td>
<td>1</td>
<td>659</td>
<td>695</td>
<td>0.95</td>
<td>5</td>
<td>5</td>
<td>4</td>
</tr>
<tr>
<td>23</td>
<td>5</td>
<td>446</td>
<td>600</td>
<td>0.74</td>
<td>4</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>24</td>
<td>9</td>
<td>633</td>
<td>700</td>
<td>0.90</td>
<td>5</td>
<td>5</td>
<td></td>
</tr>
<tr>
<td>25</td>
<td>1</td>
<td>100</td>
<td>100</td>
<td>1.00</td>
<td>4</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>26</td>
<td>4</td>
<td>337</td>
<td>359</td>
<td>0.94</td>
<td>3</td>
<td>8</td>
<td>1</td>
</tr>
<tr>
<td>28</td>
<td>2</td>
<td>181</td>
<td>200</td>
<td>0.94</td>
<td>2</td>
<td></td>
<td></td>
</tr>
<tr>
<td>29</td>
<td>1</td>
<td>100</td>
<td>100</td>
<td>1.00</td>
<td>4</td>
<td></td>
<td></td>
</tr>
<tr>
<td>30</td>
<td>1</td>
<td>100</td>
<td>100</td>
<td>1.00</td>
<td>3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>31</td>
<td>8</td>
<td>478</td>
<td>700</td>
<td>0.68</td>
<td>4</td>
<td>1</td>
<td>12</td>
</tr>
</tbody>
</table>

Table 2 also highlights the high rate of overlap in the results of the queries our participants ran. This corroborates our assumptions about the distribution of results among queries on a given topic; more explicit hypothesis-testing experiments will be required to understand the impact of specific interface features on people’s ability to understand this complexity.

In the following section, we report on some common themes that emerged from our interviews and comments on our participants left in our questionnaires.

3.3.2 Thumbs up/down controls

We asked people about their perceptions of the like/dislike and sharing buttons. We wanted to know what meaning people ascribed to these controls. People found the purpose of the “dislike” button intuitive and its functionality useful. It was used in 12 of 19 tasks, sometimes quite heavily.

The like/dislike is amazing ... you are able to hide documents as well ... that again simplifies stuff ... [p5]

Before, you had to read tens of pages on Google scholar... that’s very painful. Some of [it is] not useful, so you want to delete them... in this case you just see it, if it’s not useful, you delete it, and it disappears from your screen. It’s very practical. In the end its just information you want. [p4]

3.3.3 Query interface

While there was considerable use of the query interface (100 unique queries plus 50 revisits), only seven of these unique queries were relevance feedback queries. We asked about the low response rate for this feature, and found a range of responses. Many people had not realized that the feature existed in the interface, or how they could use it.

[The system] has collaboration, faceted search... similarity search. In many cases, the feature was not very discoverable. It did not really occur to me that I can combine those features to do my task. I think that was the reason I wound up using mostly query search instead of other things [p2]

I haven’t looked at this specific feature so I wasn’t aware when I was searching ... I sometimes randomly enter query terms and continue searching. Maybe I wasn’t aware of strategies that are better than current ones. [p7]

The “combine queries” takes longer time, and I don’t know how it combines queries. Does it combine two queries? [p9]

Others had a priori biases or unmet expectations:

I typically change queries by myself. I don’t combine queries because the system behavior is not predictable. Why don’t I just combine them myself? [p3]

I think the feature is useful if the results are actually related to the results. But I don’t actually find that it is always the case. Even for Google the results are usually not that relevant [p3]

I wanted to look at the good documents, rather than looking for more similar documents. If I have good documents already, why would I want to look for more similar documents? [p8]

I also liked the fact that you combined faceted search with query search so I could filter [at] the same time type a query. That was another fun feature. [p2]

Overall, it was clear that while some of the query functionality met expectations, the value of other aspects of the design were hard to understand.

3.3.4 System performance and stability

Certain aspects of the system were too slow for interactive use. In particular, running fusion queries took a long time, as participant 9 pointed out. We also uncovered some bugs during the course of the deployment that prevented all participants from using some of the system features.

Another problem that hampered our evaluation was poor data: the snapshot of CiteSeer that we had obtained contained data only through 2007, and many of the URLs were stale. As CiteSeer crawls the web and collects papers for its database, it often encounters multiple versions of the same paper. An automatic process clusters the papers based on extracted metadata, but each version is associated with its own URL. We took the naïve approach of using the first URL as the representative for each cluster. This proved problematic in some instances because some URLs were no longer valid, and some others pointed to PostScript files that a browser could not easily display.

In addition, some of the automatically-extracted metadata were not correct or were missing. Although we could display the text of the document instead of the PDF, the errors and the unreliable metadata did not improve people’s perception of the system.
3.3.5 Lessons learned
Leveraging people's prior experience with thumbs up/thumbs down controls proved successful, but the lesson needed to be applied to other parts of the interface as well. People were confused by our query expansion design because they lacked prior experience with such tools, and our dataset needed improvement: although people were more engaged with the content, they were frustrated by the errors and omissions in it.

4. QUERIUM 2.0
We made some radical changes to the user interface to address user experience and performance issues we discovered during the deployment, some of which had never been adequately addressed in earlier designs. These included unifying the query and relevance feedback interface, integrating the summary and search results views, and introducing a number of design elements to make the interface more engaging.

4.1 Reinventing the client
Earlier versions of Querium clients were structured around HTML pages constructed by the server based on user requests, with asynchronous calls to load search results. The client did not have an explicit data model itself; it merely reflected the data structures—topic, query, posting, document—that the server loaded from the database. The server was responsible for retrieving data from the database, and for doing all the computations on that data.

One particularly expensive computation was the fusion operation that required the server to identify all documents retrieved within a particular topic by at least two queries. This involved a four-way join, an expensive operation the results of which would change with every query and assessment that the user made. Another database-intensive operation was the computation of retrieval histories for each document. The poor responsiveness of the server, driven largely by these computations, was one of the problems many participants commented on.

To address this issue, we redistributed the computational burden between the server and the client. The server was simplified to perform three classes of operations: to return the full state of a topic on page load, to run queries, and to manage an event queue.

The client was now responsible for presenting the results, for managing navigation of the search history, for computing the fusion results and the document retrieval history, and for updating the state of the topic based on events from the server. To manage this complexity on the client, we implemented a multi-tier architecture within the client: the client’s data graph is kept in sync with the server by periodic updates; views are generated dynamically from this structure.

4.1.1 Client architecture
One interesting insight from this redesign was that the data model in the client should be different from the model used by the server for persistence. The server made a strong distinction between Documents and Postings: Documents were used to store the metadata shared among all topics, and Postings were used to represent specific retrieval results. The client, on the other hand, aggregated data for a single Topic, making that distinction moot.

The client had to keep track of all the documents retrieved for a given topic, and of the ranks at which they were retrieved. Rather than re-computing this on every request, we aggregate this data immediately upon loading the topic, and then update it incrementally as new events are processed. Our new model handles both the

![Figure 9. Querium 2.0 prototype, showing the sidebar with view and filter selections and some recent queries on the left; the query area and search results in the middle, and a selected document on the right.](image-url)
document’s retrieval history and the fusion operation as follows.
For each document retrieved by a query:
1. For the first instance of a document, create a document object
   with its metadata, and store it in the topic.
2. Create a new posting for the document, and add it to the
document’s history, which is a time-ordered list of postings.
3. Add the posting to the query’s postings list as well.
4. When a document is assessed, store the assessment in the
document, not on the posting (as on the server).

Thus a document’s retrieval history is directly available whenever
document is displayed. The fusion view is now simply a list
of all documents retrieved in a topic. The fusion view can filter the
documents based on the size of each document’s history and on
whether the documents were viewed, liked, etc.

Since the query results list and the fusion list are displayed almost
identically in the interface, it’s useful to minimize the differences
between documents and postings. We do this by deriving (using
JavaScript’s prototype inheritance mechanism) the Posting
instance from the Document instance that represents the retrieved
document. Thus while the server models the document-posting
relationship as a has-a relationship, the client uses is-a. This
allows the client to treat documents and postings interchangeably,
simplifying the query and fusion results display code. Assess-
ments are collapsed into the Document as well, further reducing
schema complexity.

We introduced an asynchronous event queue to generate updates
to the client. Event notifications are used to send to the client all
search results and all data generated by a searcher’s collaborators,
including chat comments, queries, assessments, etc. The server
maintains an event queue for each topic, and places data on the
queue based on some user’s actions. Data stays on the queue for
some time (usually a couple of minutes), giving all clients a
chance to poll for it. A new client that joins the session gets a fresh
snapshot of the data, which is then updated incrementally.

4.1.2 Unified query interface
Querium 1.0 implemented four different kinds of queries—
keyword, ad hoc relevance feedback (RF), “liked” RF, and
fusion—which caused some confusion among our users. To
simplify the interface without sacrificing functionality, we
refashioned fusion as the document history, dropped the redundant
“liked” RF query in favor of ad hoc document selection, and
integrated the RF mechanism into the keyword query area. (For
example, the ‘Current query’ component in Figure 11 shows that
the last query viewed was a relevance feedback query using the
first-ranked document; hovering over doc1 shows the title;
clicking on that link opens the document in the right-hand
document pane.) Instead of four different query functions, we now
have one traditional keyword area that also reflects the current RF
document selection (Figure 10).

![Figure 10. Close-up of query box showing a relevance-feedback document; tooltip shows document title.](image)

4.1.3 Integrated summary view
Querium 1.0 introduced a summary view that offered a chronolo-
gical overview of the search session with some filtering capabilities
to show only documents, queries, saved documents, etc. While it
provided some potentially useful functionality, the information it
displayed was somewhat disconnected from the rest of the
interface. Furthermore, query history information was also shown
in a drop-down list associated with the query text box (Figure 2).
In the redesign, we combined the summary view, the query history
and fusion functions into a unified display (Figure 11), and created
an integrated view selection mechanism in the sidebar using which
a searcher could move between the current results, the query
history, or the document history (fusion) views.

![Figure 11. Query history view (partial screenshot)](image)

The query history view shows the list of queries, with surrogates
for retrieved documents, and annotates each document to indicate
whether the document was judged to be useful (green), not useful
(red), seen (grey), used for relevance feedback (yellow
checkmark), or currently shown in the document pane on the right
(halo). When the user points the mouse at any document surrogate,
the system highlights all other places in the current view where the
same document was retrieved. In addition, a tool-tip popup
displays the title, retrieval history, and assessment controls for
the document. This allows the searcher to get a quick overview of
the results and explore the results without leaving the overview.

We also made it simple to switch among different search tasks: the
list of a person’s tasks is always shown in the top-left corner, just
below the Querium logo. This list is sorted by time, highlighting
the few most recently-accessed tasks. If the number of tasks
increases beyond four or five, the list becomes scrollable. Below
the task list is a set of controls for creating and editing a task, for
inviting collaborators, and for opening the task notebook.

4.1.4 Filters
The filter interface and data structures were redesigned to provide
more control in a consistent manner. While the document
metadata remained unchanged, the new design separates process
metadata into three categories: retrieval frequency, viewed status,
and assessment. Each facet is independent of the others, making it
possible to select documents through arbitrary combinations of
these facets rather than through the predefined combinations
available in the earlier design.

Figure 12 shows three opened process metadata filters, indicating
counts of documents in each category. Forty two documents have
been retrieved only by one (the current) query, 18 documents have
been retrieved by two queries, etc. Of the 100 documents retrieved
by this query, 75 have not been seen, and two have been clicked.
on to view the PDFs. One document has been assessed as useful. Figure 13 shows the same data filtered to show only the newly-retrieved documents. The total count goes down to 42, of which nine snippets have been displayed and 34 remain unexamined.

The display of retrieved documents, which is paginated, has been augmented with a summary of the entire results set above it, as shown in Figure 14. As in the query history view (Figure 11), each rectangle represents a document, and its status—viewed, useful, not useful, etc.—is indicated through color coding. The state of documents retrieved by earlier queries is indicated in this results display directly. For example, the red icon in the middle of the top row was retrieved by an earlier query and assessed as not useful. Even though such documents are suppressed from the detailed results display by default, the summary reminds searchers that such documents have in fact been retrieved. This can help people gauge the quality of the query and make it easier to revisit earlier decisions in light of new evidence.

Filtering is also carried over into the results display. The summary indicates which documents have been included and which have been left out by the filters (Figure 15). This display gives a direct impression of how many documents are selected by the filter, and also indicates their distribution in the ranked list.

### 4.2 Engagement and Persuasion

Exploratory search interfaces have to support a more complex set of interactions compared with the familiar web-based search engine interfaces. One challenge is to design useful interactions for exploration; another is to get people to see the value in using such tools and to get them to internalize new ways of thinking about information seeking interfaces.

We saw some of these adoption issues in our evaluations of Querium 1.0, and decided to explore a new approach to improve people’s impressions of the system. We are introducing new experimental interactive elements to the Querium 2.0 design that we hope will increase people’s engagement with the system. While people’s motivation to search for information is typically rooted in some external tasks (e.g., writing a paper, reviewing case law, etc.), their willingness to continue using a tool can be affected by characteristics of that tool [4][9][29].

We have taken a two-pronged approach to exploring this space, tackling engagement and persuasion separately. Engagement here represents tactics to make the use of the system pleasant and responsive [24]; persuasion represents a strategic effort on our part to nudge user behavior into more productive directions [15].

#### 4.2.1 Engagement

To improve engagement, we restructured views to never scroll off the screen, added some transitional animations to reinforce people’s actions, and introduced a colorful background image against which application components are positioned. The various views are now kept from extending beyond the size of the window, making the interface feel more like an application rather than a web page. Where scrolling may be necessary (such as in the display of search results), it is kept to a minimum by paginating the list and only scrolling a small area of the view.

Earlier designs had one key animation: when a document was marked as “not useful” or “disliked,” it was faded out prior to hiding it from the default view. This was well-received in our Querium 1.0 evaluation: people found the action comprehensible and visually pleasing, and, as a result, were willing to use the control. We built on it by introducing a sliding arrow animation (shown in Figure 9) that shows which document from the results list is currently displayed. The status bar showing informational and error messages is now animated: it drops down from the top of the screen, and then retracts after a few seconds.

#### 4.2.2 Persuasion

We have also started investigating persuasive aspects of the interface. The goal is to gradually reinforce searchers’ behaviors that lead to productive outcomes over those that don’t. The design space here is potentially rich and quite under-investigated, both in terms of which behaviors to reward and also in terms of the kinds of rewards. Recent work in this space has taken an explicit approach to educating users by offering timely tooltips [23] and by allowing people to compare their behavior to that of “experts” [7]. Our design relies more on nudging people toward more effective behaviors through ambient displays.

Exploratory search in digital libraries can benefit from a number of behaviors, including running diverse queries [14] and making relevance judgments [10]. We would like to get people to run multiple, diverse queries because that is an effective way of understanding the breadth of a topic. We would also like people to make many judgments of usefulness, as that helps us do relevance or pseudo-relevance feedback and gives us a sense people’s
progress (or lack thereof) toward their goals. Unfortunately, people may not be aware of the unity of these tactics.

We are experimenting with two methods of implementing persuasion, one for reflecting effects of a user’s actions (aggregate or incremental), and one for encouraging exploration of the interface when a particular feature has not been used.

4.2.3 Reflecting desirable outcomes
Our generalized approach to reflecting effects of prior actions is to identify a metric of behavior or of system performance that correlates with desired outcomes, and then to render that metric in some manner in the interface. Possible metrics include the number of relevance judgments, the number of unique documents retrieved in a task, the number or DCG score of new or unique documents retrieved in a query, etc. These metrics can then be rendered in the user interface in some manner.

Our initial implementation maps query diversity onto the “murriness” of the background graphic. Diversity is computed as the fraction of the query’s results that were retrieved for the first time by that query. (Subsequent queries can retrieve some of the same documents without affecting the scores of preceding queries.) The murriness effect is achieved by superimposing two similar images, a darker one on top of a lighter version, and then varying the opacity of the darker image to correspond to the computed diversity score. When an earlier query is selected, or a new query is run, the opacity change is animated over a few seconds to create an ambient display that does not interrupt reading or text-related sense-making activity of the searcher [1].

4.2.4 Encouraging desirable behavior
To encourage people to experiment with the interface, we are developing a user model that records people’s behavior and system performance, and suggests behavioral tactics that may be more effective. For example, if a user has only run keyword queries for a while, and the number of newly-retrieved documents is low (that is, the same documents are getting re-retrieved by consecutive queries), the model suggests that relevance feedback be tried to explore new parts of the collection. In our preliminary implementation, this causes the relevance feedback controls to be highlighted subtly. The intent is to draw the searcher’s attention to these controls without interrupting current activity.

Our next steps in this area are to investigate more systematically how best to structure user behavior models, and what sorts of visual or other displays are appropriate for different kinds of feedback. These kinds of user models can be based on simple ad hoc thresholds that seem to produce sensible results, or they can be quite complex and dynamic, incorporating user-specific preferences and behavioral patterns. One interesting experiment to consider is how a simple model based on thresholds compares to more complex algorithms.

The second aspect that bears investigation is what sorts of visual effects are effective at encouraging positive behavior. In addition to varying background or other decoration color, hues, saturation, opacity, etc. it may be possible to introduce animations that are consistent with the metaphor the interface. In our case, the aquatic theme may be exploited to introduce animated sprites of fish and other marine life that may occasionally appear in the interface. We can tie the frequency of appearance of these (hopeful!) entertaining animations to the saving of useful documents, to instances of effective collaboration, etc. A design challenge is to balance the disruption of these explicit animations with the surprise and delight that they may evoke.

The exact space of actions and schedule of rewards needs to be discovered empirically, but the idea that playful behavior for a serious purpose can improve people’s attitudes toward a system and can be used to foster desirable behaviors seems interesting and promising to us.

5. CONCLUSION
Golovchinsky and Pickens [17] proposed a model of propagating context among information retrieval objects in the course of an interactive session. Our design process started with the naive implementation of several such context flows, including several ways to select documents for relevance feedback, and a mechanism for merging results of multiple queries.

While technically we were able to build several versions of such context-preserving interactions, we found that people did not understand how to use some of them. The lack of positive response was due in part to some usability problems with some of the designs, but also in part due to expectations people had of search tools, expectations developed through exposure to modern web search interfaces.

Does Google make us stupid? [12] [3] Not exactly. But it does reward certain behaviors, borne of their design goals to minimize the computational effort required to deliver search results, and to make interfaces accessible to most people with the least amount of effort. In trying to support more complex information seeking behaviors, we are therefore faced with users’ expectations established over repeated encounters with web search engines. Thus the work presented here can be seen as an ongoing attempt to strike a balance between functionality and simplicity, between meeting users’ expectations and nudging them toward more appropriate interfaces for these complex tasks.

Through our iterative design process, we considered a range of factors from server performance to the user experience, and tried to make design decisions that empower searchers. We adopted a light-weight, informal evaluation strategy to capture the important aspects of our designs. None of our evaluations is complete or definitive; we have aimed for the light-weight, the indicative, the opportunistic. For this stage in our design process, we prefer heuristic evaluations, design reviews and interviews to more formal, large-scale evaluations. This iterative design yielded some insights that we believe generalize beyond the current system.

Leveraging the familiar need not be a slavish imitation of existing tools or interfaces: we capitalized on people’s familiarity with the thumbs-up/thumbs-down interface to implement a relevance feedback interface that was comprehensible and yet introduced new functionality. The design challenge is to identify such constructs that can be embraced and subverted.

Interactivity and responsiveness matter, and systems that favor functionality over responsiveness do so at the peril of poor adoption. Designers of these kinds of systems must consider the whole system and the interplay among its components, rather than designing the interface and the back end independently. It took us a while to recognize the inertia of the original design had to be overcome with a radical refactoring of the system to generate a more responsive, and therefore more usable, interface. The lesson here is: refactor early, refactor often.

Finally, in the process of dealing with the challenges of creating a usable interface for a complex task, we introduced the notion that ambient displays and persuasive techniques should be applied to the design of interfaces for information seeking. We argue that engaging interfaces should improve people’s satisfaction and may encourage more interaction with and exploration of the tools
themselves. We expect that this increased engagement will lead to more learning and will increase users’ search expertise over time. We expect to test these hypotheses in the coming months when Querium is deployed publicly.
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